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Abstract—The code cleaning requires the incorporation of the various processes to remove the clones from the source 

code as well as the programming irregularities, which improve the overall design of the code. In this paper, the proposed 

model has been designed for the purpose of code cleaning by using the multi-factor code cleaning algorithm. The proposed 

model is entirely based upon the elimination of the source code irregularities, which contains the bad smells, code clones 

and other such problems. The proposed model is designed to work in the three primary components, which includes the 

code clone and smell detection and marking algorithm, which is followed by the refactoring method estimation and then 

the application of the refactoring application in the final phase for the act of cleaning the source code. The proposed model 

utilizes the divide and conquer method, which is concerned with the extraction of the methods from the class files. Also 

the proposed model analyzed and extracts the independent statements from the extracted methods, which incorporates the 

common statement elimination, which removes the common statements from the duplication removal process. The 

proposed model has been designed to refactor the code on the basis of the bad smell detection and elimination with the 

appropriate method. The proposed model has been analyzed under the various kinds of the datasets for the experimental 

evaluation, where it has been found better. The proposed model has been recorded with the significant values of the 

parameters of the accuracy, precision and recall. 
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I. INTRODUCTION 
 

The proposed model has been designed for the removal of 

the clones and other programming issues from the JAVA 

source code. The proposed model has been designed 

within the layered architecture to perform the various 

operations in the multiple stages. The various objectives 

of the proposed system are mentioned and described in the 

full detail in the experimental design section. 

The proposed model has been undergone the development 

in the phases, which aims at performing the individual 

tasks over the input source code. The proposed model has 

been  

 
Figure 1: Workflow of the Proposed Model 

 

primarily divided in the four major parts, which can be 

defined with the following flowchart describing the 

layered architecture of the clone detection and refactoring 

model. 

The proposed model can easily described in the major 

sections as per shown in the Fig 1. The proposed model 

has been divided in the major modules as per the 

following listings along with their description. 

 

II. LITERATURE REVIEW 

 

M. F. Zibran et. al. [24] has outlined the road to software 

clone management: a survey. With regards to the 

scheduling techniques, the evolutionary algorithms like 

GA similarly because the artificial intelligence (AI) 

techniques like heuristic based mostly approaches could 

suffer from local optima, and do not guarantee optimality. 

M, O’Keeleet. et. al. conducted associate degree empirical 

comparison of simulated annealing (SA), GA and multiple 

ascent hill-climbing techniques in scheduling refactoring 

activities in five software systems written in Java. They 

minimize that among those AI techniques, the hill-

climbing approach performed the most effective. M. F. 

Zibran et. al. [25] has worked an on conflict-aware 

optimal scheduling of inimized code clone refactoring. 

Among few potential refactoring open doors, the 

determination and request of gathering of refactoring 
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activities could have distinguishable effect on the 

design/code quality measured regarding software system 

metrics. Additionally, there are also dependencies and 

conflicts among those refactorings of different needs. 

Tending to all of the conflicts, priorities and 

dependencies, a manual plan of an ideal refactoring 

timetable is extremely high priced, if not outlandish. In 

this way an automated refactoring scheduler is vital to 

maximize benefit and inimize refactoring efforts. 

Nonetheless, the estimation of the efforts expected to 

perform code clone refactoring could be a troublesome 

task. T. Mens et. al. [15] has developed the A Survey of 

software refactoring. This paper gives a broad outline 

existing examination in the field of software refactoring. 

This exploration is compared and discussed in light of 

various criteria: the refactoring activities that are 

supported, the particular methods and formalisms that are 

utilized for supporting these activities, the types of 

software artifacts that are being refactored, the essential 

issues that need to be taken into account when building 

refactoring tool support, and the impact of refactoring on 

the software process. E. Murphy-Hill et. al. [14] has 

outlined the why don’t people use refactoring tools? Tools 

that perform refactoring are at present under-used by 

software engineers. As more progressed refactoring tools 

are outlined, an incredible great argument between how 

the tools must be utilized and how programmers need to 

utilize them. In this position paper, we portray the 

predominant procedure of refactoring; shows the 

numerous research tools don’t support this procedure, and 

start a suggestion to take action for originators of future 

refactoring tools. E. Kodhai et. al. [12] has surveyed that 

Method-Level Code Clone Modification using 

Refactoring Techniques for Clone Maintenance. 

Researchers concentrated on exercises for example, clone 

support to help the programmers. Refactoring is a surely 

understood procedure to enhance the maintainability of 

the software. Program refactoring is a method to improve 

readability, structure, execution, abstraction, 

maintainability, or different characteristics by changing a 

program. This paper adds to more brought together 

approach for the phases of clone maintenance with an 

emphasis on clone modification. 

 

III. EXPERIMENTAL DESIGN 

 

Extract Method: Extract method is a forming strategy 

inside the refactoring techniques. During this extract 

technique, these take a group of codes and switch it into 

its own method. Additionally, flip the fragment into a 

method whose name clarifies the point of the method [4]. 

e.g.: 

void printOwing (double amount) { 

printBanner ( ); 

//print details 

System.out.println (“name:” + _name); 

System.out.println (“amount” + amount); 

} 

Becomes: 

void printOwing (double amount) { 

printBanner( ); 

printDetails(amount); 

} 

void printDetails (double amount) { 

System.out.println (“name:” + _name); 

System.out.println (“amount” + amount); 

} 

 

Inline Method: A method’s body is pretty much as clear 

as its name. Put the method’s body into the body of its 

callers and expel the method [4]. For example, check the 

following code segment: 

int getRating ( ) { 

 return (moreThanFiveLateDeliveries ( ) ) ? 2 : 1; 

} 

458inimiz moreThanFiveLateDeliveries ( ) { 

return _numberOfLateDeliveries > 5; 

} 

Become: 

int getRating ( ) { 

  return (_numberOfLateDeliveries > 5) ? 

2 : 1; 

} 

Move Method: A method is, or will utilize, or utilized by 

extra features of another class than the class on which it is 

characterized [4]. Make a replacement with a same body 

within the class it utilizes most. Either transform the old 

method into a simple delegation, or take away it inside 

and out. 

 
Figure 2: Move Method 

e.g.: 

class Project { 

  Person[ ] participants; 

}   

class Person { 

 int id; 

 458inimiz participate (Project p) { 

  for(int i=0; i<p.participants.length; i++) 

{ 

   if (p.participants[i].id == id) 

return(true); 

   } 

 return (false); 

  }    

 } 

.. if (x.participate(p)) ... 

After applying the Move Method 

class Project { 

Class 1 

 

aMethod( ) 

Class 1 
Class 2 Class 2 

 

aMethod( ) 
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 Person[ ] participants; 

 459inimiz participate(Person x) { 

  for(int i=0; i<participants.length; i++) { 

  if (participants[i].id == x.id) 

return(true); 

  } 

  return (false); 

 }    

} 

class Person { 

int id; 

} 

... if (p.participate (x)) ... 

 

Pull Up Method: At the point when copied code crosswise 

over two separate classes then the best refactoring 

technique to implement is to pull (Drag) that duplicate 

code up into a super class thus we tend to DRY (Don’t 

Repeat Yourself) out the code and allow it to be used in 

different places while not duplication (which means 

changes in future just need to happen in one place) [4]. 

Fundamentally, Pull Up Method is managing the 

Generalization. Generalization creates its own batch of 

refactoring, basically managing moving methods around a 

hierarchy of inheritance. Pull Up Field and Pull Up 

Method both promote function up hierarchy. There are 

lots of procedures that are utilized with Generalization [4]. 

 
Figure 3: Pull Up Method 

 

Push Down Method: Push down method is defines as 

behavior on a superclass is relevant only for some of its 

subclasses. Push Down Method and Push Down Field 

push function downward. 

 
Figure 4: Push Down Method 

Extract Superclass Method: In Extract Superclass Method, 

Create a superclass and move the common features to the 

superclass. 

 
Figure 5: Extract Superclass Method 

 

Introduce Explaining Variable and Rename Methods: In 

these two methods, place the results of the style, or 

portions of the expression, in a very temporary variable 

with a name that clarifies the point [4]. 

e.g.: 

if ( (platform.toUpperCase ( ) .indexOf (“MAC”) > - 1) 

&& 

(browser.toUpperCase ( ) .indexOf (“IE”) > -1) && 

wasInitialized ( ) && resize > 0 ) 

{ 

// do something 

} 

Become: 

final booleanisMacOs = platform.toUpperCase ( 

).indexOf (“MAC”) >-1; 

final booleanisIEBrowser = browser.toUpperCase ( 

).indexOf (“IE”) >-1; 

final booleanwasResized = resize > 0; 

if (isMacOs && isIEBrowser && wasInitialized() && 

wasResized) { 

// do something 

} 

IV. RESULT ANALYSIS 

 

The proposed source code clone analyzer has been deeply 

analyzed for its performance over the various source code 

segments. The proposed model utilizes the pattern 

matching method for the detection of the code clone in the 

given source code. The rules are predefined in the training 

data, which are further analyzed for the purpose of the 

code clone detection in the given source code. The clones 
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have been detected by using the iterative approach over all 

of the code segments which successfully processed under 

the feature description algorithm. 

 

Table 1: The Results Obtained From the Source Code 

Analyzer over the Given Source Code Files 

Program Correctly 

Detected 

Clones 

False 

Positives 

False 

Negatives 

Code1.JAVA 2 0 1 

Code2.JAVA 1 0 0 

Code3.JAVA 1 1 0 

Code4.JAVA 0 0 1 

Code5.JAVA 3 1 1 

Total 7 2 3 

 

Total of five files of the JAVA source code has been used 

for the testing the code clone code analyzer. The proposed 

model has been found better with the few testing, where it 

has also failed to detect and analyze some of the source 

code.  The proposed model has been evaluated for its 

performance over the given JAVA dataset. The proposed 

model has been evaluated for the multi-disciplinary clones 

by using the pattern matching and classification. The 

proposed model has been recorded with the moderately 

higher accuracy because of the higher level of false 

positive and false negative cases. 

 

Table 2: The Accuracy Based Evaluation of the Proposed 

Model 

Accuracy 58.33 % 

Precision 77.78 % 

Recall 70.00 % 

 

 
Figure 6: Graph Showing Accuracy of the Proposed 

Model 

 

The overall accuracy of the proposed model is 58.33% 

recorded under this performance evaluation study. The 

proposed model recall rate has been recorded at 70% and 

the precision at 77.78%. The proposed model can be 

improved by using the more robust pattern recognition 

with the highly dense pattern training data for the code 

clone detection. Also the classification method can be 

further improved from the non-probabilistic to the 

probabilistic classifier for the code clone detection. 

 

V. CONCLUSION 

 

The proposed model has been designed for the code clone 

detection in the method level and statement level 

evaluation. The proposed model has been designed by 

using the divide and conquer method, which is responsible 

for the method level extraction by estimating the 

delimiting characters for the function definitions. The 

code clone estimation is performed in the dual behavior, 

where the dual level detection method includes the 

detection of the code clones in the inter-class method and 

intra-class fashion. The proposed model also evaluates the 

other forms of the source code smells by analyzing the 

source code. The various kinds of the experiments over 

the source code evaluation and then apply the bad smell 

elimination, which has been tested over the variety of the 

testing sets. The proposed model has been found efficient 

on the basis of all of the evaluations over the acquired 

datasets. In the future, the code cloning can be detected by 

utilizing the code crawlers for the in-depth analytical 

application. The proposed model can be also extended by 

using the swarm intelligent algorithm based solution for 

the optimization and assessment of the code clones and 

the bad smells. 
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