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Abstract— Testing the refactoring as for formal semantics is dealt with as a test. Refactoring engines like Eclipse, Netbeans 

and many other contains various kinds of refactoring techniques like move, inline, copy, extract method etc. Usually, 

developers used to write the test cases to control their refactoring implementations. Few automated testing techniques are used 

for testing the refactoring implementations of object-oriented systems. In existing, the pre-conditions are recognized and stated 

that they are extremely stable. In earlier, the testing is done in JRRT (jastAdd refactoring tool) using the process of Alloy 

Analyzer and the JDolly technique. Using the similar process and techniques, the proposed work makes, testing on the 

refactoring implementations in the Netbeans Refactoring Engine. Creating the meta-models using the Alloy Analyzer and 

generating the programs from the model by using the JDolly program generator for applying the testing concept on it. Test 

Oracles are involved to retain the nature of the programs after implementing the refactoring concept. 
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I.  INTRODUCTION 

  

Refactoring is the foremost programming tool of the recent 

object-oriented techniques that can be formalized and used to 

develop the program. Refactoring is an exact control 

approach to upgrade the plan of existing code. With the help 

of a refactoring concept, the total design and structure of an 

existing program are improved, at the same time its 

functionality remains unchanged. Once the outline has been 

overhauled, it will be simpler to proceed [1, 2, 3]. 

For example, to Pull-up the method from the sub class to a 

super class, there is a need to contain at least two classes in a 

program. 

Generally, few Refactoring Engines are used to automate the 

application of refactoring. The testing process of refactoring 

techniques can be done through the usage of Alloy meta-

models and generated programs from the JDolly. 

 The Refactoring Tests are tested with the JUnit testing 

tool for checking whether the tests are passed or not. So by 

using that JUnit tool the research is done and the tests are 

successfully passed. Each test execution or passed time will 

also be notified in the project.   

 

II. RELATED WORK  

 

Alloy is a declarative specification language, and is used in 

the Alloy Analyzer tool [4]. The JDolly produces a massive 

representation of programs according to the specified scope 

of a program. The additional rules can also be considered for 

guiding the program generation. The testing can be 

concluded through the oracles. By using the unit testing in 

terms of object – oriented systems, with this kind of  process 

the  refactoring functionality is tested highly.  

 

III. PROPOSED MODEL 

 

A. Alloy and Alloy Analyzer 

 
 

Figure 1. Alloy Analyzer 
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An alloy is addressed due to the creation of micro-

models that can be used to check automatically 

for correctness. The Alloy Analyzer device allows us to do 

examination on Alloy determinations [4]. 

 

B. Alloy Meta-model                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                          

Alloy meta-model is encoded in the Alloy. The large 

numbers of well-formed rules are mentioned in java as 

shown in Figure 2. These can be used for creation of an 

instance. It can allow a various kinds of requirements for 

associating in to a program. 

 

 
Figure.2 Alloy Rules 

 

 
Figure.3 Alloy program 

 

 

 
Figure 4. Alloy Meta-model 

 

Figure 3 shows the particulars of a Alloy model respectively. 

This information is most important to achieve the 

restructuring of a code. 

For the above mentioned program in Figure 3, the Alloy 

Meta-model will be as shown in Figure 4. 

 

C. JDolly 

JDolly is a program generator, it intensely allows programs, 

for the inclined scope [6]. According to the scope and rules 

JDolly translated the Alloy models in to java programs. It 

discovers a proper occurrence from the Alloy specifications, 

to satisfy the rules with in a specified limit. It configures few 

necessary parameters for generating java programs. Using 

skips, developers can identify the bugs. The extension is 

about the quantity of bundles, classes, techniques and fields 

in the projects. The additional rule parameter is used to 

develop the particular type of action to improve the structure. 

 

D. Program Generation 

In the Figure 4, to utilize the enclose reusable formulas and 

determine operations the predicates (pred) are used. It uses at 

most three objects as default scope for each signature [7]. 

The user can also use various scopes for individual 

signatures. The below Alloy fragment represents the run and 

predicate using the scope of 3. 

 
Figure.5 Alloy Fragment 

 

A Java Alloy Analyzer API is used to find every possible 

solution. For each generated Alloy solution, a java program 

is mapped with their equivalent java abstract syntax. The 

reuse of Java abstract syntax tree is used for program 

generation. 

 

E. Assertions 

In the context of object-oriented software systems the 

assertions are the formal rules. Related to software systems 

source program, behaviours of assertions are inserted as an 

annotation. Assertions can be clearly explained through 

JUnit. Assertion method is used to regulate the test case 

status, whether it is right or wrong. 

A class named Assert was provided by the JUnit to use a 

group of assertion methods, which are used in writing the test 

cases and detecting the test failures [8] . The annotations are 

@Test, @Before, @After, @Before Class, @After Class, 

@Ignore. These can be used according to their specifications 

respectively [9]. The assert Equals method is required to 

https://en.wikipedia.org/wiki/Correctness_(computer_science)
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generate the number of programs in terms of specifying the 

programs number. 

 

F. Oracles 

Oracles are used to figure out the correctness of the 

refactoring transformations. Based on this functionality, the 

implementations are tested for the correctness of the program 

and also evaluated the output of each transformation [10].  

 

Framework 

 

 
Figure 6. Process to test refactoring implementations 

 

The framework represented in Figure 6 explains the process 

of testing refactoring implementations in Netbeans.  The 

tester tests the entire process according to the above 

represented framework. After the usage of all rules the 

programs are generated and these generated programs are 

tested according to the Junit test process. 

 

IV. IMPLEMENTATION 

 

In this section, different types of refactoring implementations 

are tested by using the JDolly [11]. A few Refactoring 

Implementations are tested in the Netbeans Refactoring 

engine, by considering the process shown in Figure 6. 

A. Rename 

To evaluate this, refactoring can apply on package, class, 

method, and field. Once the change is happened, it will be 

updated in the entire source code of a project. 

B. Pull-up 

The programs must declare a Method/ Field in a sub class  in 

order  to test the Pull-up Method/ Field. 

C. Push-down 

The programs must declare a Method/ Field in a sub class  in 

order  to test the Pull-up Method/ Field. 

D. Encapsulation 

To test the Encapsulate Field refactoring, the programs must 

maintain at least one public method and field respectively. 

E. Move 

Move Method refactoring can be tested by the program 

containing with two classes. One of the classes must have a 

field and a method of the equivalent type of the other class. 

Few other refactoring implementations are tested according 

to their specifications respectively.  

Programs shown in Figure 7 and Figure 8, performs the re-

designing concept for one of the implementation.  Programs 

mentioned in the below are generated from the JDolly 

program generator. 

 

 
Figure 7. Before applying Pull-up method 

 

 
Figure 8. After applying Pull-up method 

 

For these programs the transformation is applied and 

declared that the Pull-up method preserves the program 
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behavior and converted the refactoring  transformation 

clearly [12]. 

V. EXPERIMENTAL RESULTS 

 

 The Table 1 contains the clear information i.e., the input 

given to the peculiar refactoring implementation and how it 

generate the programs. According to their specifications 

scope is also represented for all refactoring implementations. 

The count of generated programs is mentioned. 

GP = Generated programs; 

 Skip = Reduces the testing time;  

Working with the JDolly, the programs are generated as, for 

the Rename class 15916, Rename method 11263 and 

Rename field 19424 programs.  

The Add parameter and Encapsulation field generated the 

30186 and 2000 programs respectively. The Pull-up method 

and field generated programs are 11709 and 10927.  

The 26348 and 11936 programs are generated by the other 

techniques. A Move method generated the 22905 number of 

programs according to its requirements. The skip number 25 

is considered to reduce the testing time of the refactoring 

implementations [13, 14].  

The other different methods accomplished with the 20.062s 

and 11.672s. The another method tests done with the 27.206s 

and 13.625s respectively. All the refactoring implementation 

tests are passed and executed in Netbeans refactoring engine 

successfully. 

 

 
Figure 9. Test Results. 

 

In the Figure 9, the Test Results are shown as per the 

specified requirements. By considering the JDolly program 

generator the programs are generated and applying those 

generated programs for testing the Refactoring 

Implementations. 

 

 

 

Table 1. Evaluation of Refactoring Implementations. 

 

 

VI. CONCLUSION and Future Scope 

 

This proposed work is a way to test Refactoring 

Implementations in Netbeans refactoring engine. With the 

help of Alloy Analyzer and the JDolly program generator, 

19580 java programs are generated. Few refactoring 

implementations such as rename, pull-up, pushdown, 

encapsulation, add parameter and move method are tested 

successfully and their behaviour transformation is checked 

with oracles. Using oracles the refactoring transformations 

are tested correctly. 

In future the work can be extended to test the refactoring 

implementations using the other program generator tools 

other than JDolly. And also the JDolly can be improved to 

increase the possibility of testing refactoring techniques in 

object- oriented system concepts. 
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