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Abstract— In the concept of data structures, the List plays a major role in the allocation of data. “A list in java is an interface 

that can extend to collection interface”. A list can be implemented in two ways: Array list and Linked list. Array list is a class 

which provides growable array of list ADT. Linked list provides different implementation of the List ADT. There are different 

kinds of linked lists support in data structures which could be singly linked list, doubly linked list and circularly linked list. 

This paper deals with the analysis of array list and linked list (i.e.) singly linked list by performing operations such as insertion, 

deletion, searching and provides results based on time complexity to decide which would be better and efficient for allocation 

of data. 
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I.  INTRODUCTION  

The term data structure is one of the predominant ways for 

allocating and organizing the data. There are different types 

of data structures which would be Array, List, Stack, Queue, 

Trees and graph [1].  

This paper deals with list data structure. List could be 

implemented in two ways. They are array list and linked list. 

Array list is a list data structure which is implemented using 

dynamic arrays. So, that it could be able to grow as needed. 

The linked list is also a list data structure that is implemented 

as a node with two entities: the data and a pointer. The data 

which holds the actual value and the pointer holds the 

address of the next value. This paper deals with linked list 

implementation which is based on singly linked list. 

 
Figure 1. Data structures – Types 

 

This paper is organized as follows. Section I contain the 

Introduction of the Arraylist and linked list. Section II   

contains the Implementation of Array and Linked lists. 

Section III contains the Analysis part of two lists described. 

Section IV contains the results and brief discussions of the 

methodology analysed. And finally the Section V contains 

the conclusion and future scope. 
 

II. IMPLEMENTATION 

A. Array list: 

Array list is a class which extends abstract list and 

implements the list interface. It can grow as needed because 

its supports dynamic arrays. Standard arrays which are 

implemented in java are of fixed length. It cannot grow (or) 

shrink, this becomes huge disadvantage that the user needs to 

know the size of the array in-advance in order to implement 

and to get the values be allocated.  

So, we tend to use  the Array list, it is created with initial size 

but when this size gets exceeds (or) when the element gets 

removed the array gets grow in the former type and the array 

gets shrinks in the later type [2,10]. 

 

Constructors for creating Array list: 

 

Arraylist() – builds an empty list. 

Arraylist(constructor) – builds an array list which gets 

initialized with the constructor. 

 

Methods: 

 

There are many methods to initialize and to create array list. 

They are, 

Void add(int index, object element) – Inserts the specified 

element at the specified index. 
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Boolean add(object object_name) – It appends the specified 

element to the end of the list. 

 

Array list Creation: 

 

ArrayList<string> al = new ArrayList<>(); 

 

This is used to create a new arraylist with the name specified 

as “al”. Using this name we can able to perform several 

operations such as to add an element, to delete an element 

and to search for an element [3]. 

 

al.add(“her”) - to add an element “her”. 

al.remove(“her”) – to remove an element “her”. 

 

 
 

Figure 2. Array list 

 

B. Linked list: 

A linked list in data structure is implemented as a node 

which contains two entities such as data and a pointer. It is in 

the form of sequence of links which is interconnected. Each 

node contains the data and the pointer holds the address of 

next data in a sequence and the last node contains the address 

as the null pointer [4,10]. 

There are different kinds of linked lists. They are, 

 Singly linked list   – links only in forward direction. 

 Doubly linked list  – links both in forward and   

                                  backward direction. 

 Circularly linked list – links in circular form.  

 

 

 

 
Figure 3. Node representation 

 

B.1. Singly linked list 

The navigation of an item which is in the forward 

direction. Each node contains the reference to an 

element in the sequence and contains the address of the 

next element but it doesn’t contain any reference to the 

previous node. 

To store this list only the reference to the 1
st
 node must 

be stored and the last node points to null. 

 

 

 
Figure 4. Singly linked list 

 

Creation of Node: 

 

Node head;   //head of list 

static class Node  //defines as static so that main() 

can access it 

{ 

int data;       //like structure in c 

Node next; 

Node(int d)       //constructor 

{ 

data = d; 

next = null; 

} 

} 

 

The node can be created by initializing “Node head” and then 

the constructor has been created by the above process. 

 

Linked list creation: 

 
Figure 5. Linked list 

 

The figure 5 shows that how to insert the element in the list 

using singly linked list.If the list is empty,it creates new node 

and then inserts the first data.If the list is not empty,the list 

traverse until last node and then creates new node at last[5]. 

 

 

Data Pointer 
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III. ANALYSIS 

A. Array list-time complexity: 

 
Table 1. Array list – Time complexity(operations) 

 Beginning 

(ms) 

Middle 

(ms) 

End 

(ms) 

Insertion 300 340 400 

Deletion 150 170 210 

Search 100 125 150 

 

The table 1 shows the time complexity of arraylist for the 

operations such as insertion, deletion and search where the 

data has been inserted, deleted and searched at the beginning, 

middle and at the end. 

 

 
 

Figure 6. Array list-Time complexity 

 

The Figure 6 shows the time complexity of Arraylist for the 

operations such as insertion, deletion and search. From the 

above graph we infer that the element inserted in the 

beginning takes less time than at the end [7]. This is because 

when inserting the new element the array needs to grow in 

size and also it doesn’t utilize pointer.  

 

B. Linked List – Time Complexity 

 
Table 2. Linked list – Time Complexity(operations) 

 Beginning 

(ms) 

Middle 

(ms) 

End 

(ms) 

Insertion 100 139 200 

Deletion 95 100 132 

Search 282 310 390 

 

The table 2 shows the time complexity of linked list for the 

operations such as insertion, deletion and search where the 

data has been inserted, deleted and searched at the beginning, 

middle and at the end. 

 

 

 

 
 

Figure 7. Linked list – Time Complexity 

 

 

The Figure 6 shows the time complexity of Linked list for 

the operations such as insertion, deletion and search. From 

the above graph we infer that the element inserted in the 

beginning takes less time than at the end [8]. The insertion 

and deletion takes more or less same time because it makes 

use of pointer by means of creation of node.  

 

C. Comparison – Arraylist vs. Linked list 

 
Table 3. Comparison – Arraylist vs. Linked list(operations). 

 Beginning 

(ms) 

Middle 

(ms) 

End 

(ms) 

Insert-array 300 340 400 

Insert-linked 100 139 200 

Delete-array 150 170 210 

Delete-linked 95 100 132 

Search-array 100 125 150 

Search-linked 282 310 390 

 

 

The table 3 shows the time complexity for the comparison of 

arraylist and linked list for the operations such as insertion, 

deletion and search where the data has been inserted, deleted 

and searched at the beginning, middle and at the end. 
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Figure 8. Comparison – Arraylist vs. Linkedlist 

 

The Figure 8 shows the comparison of arraylist and linked 

list. From the graph we infer that insertion and deletion of 

linked list takes less time than arraylist. This is because the 

linked list makes use of links. So, the new node gets inserted 

only at the last by moving the pointer [9]. Whereas, the 

arraylist has to increase the size of the array. The deletion in 

linked list deletes only the node specified by deleting the 

address and replacing the pointer. Whereas, the arraylist has 

to shrink the size of the array after deleting the element. The 

search operation of linked list takes more time than arraylist. 

This is because the linked list has to seek from initial node 

till the final node if the element present at the last. Whereas, 

the arraylist has to search only at the specified index [10]. 

IV. RESULTS AND DISCUSSION 

The insertion, deletion and search operations have been 

performed for arraylist and linked list (i.e.) singly linked list. 

When analysing the above two methods, we get the result as 

the insertion and deletion operation of linked list consumes 

less time than arraylist. But the search operation in linked list 

consumes more time than arraylist. This is because the linked 

list utilize pointer to access the element whereas the arraylist 

uses dynamic array and it has to grow or shrink the size of 

the array. From the above analysis we infer that Linked list is 

more efficient and better than Arraylist for allocation of 

elements.  

 

 

 

 

 

 

 

 
Table 4. Time Complexity 

 Arraylist Linked list(singly 

linked list) 

Insertion O(n) O(1) 

Deletion O(n) O(1) 

Search O(1) O(n) 

 

V. CONCLUSION AND FUTURE SCOPE  

List in data Structure plays a vital role in the allocation of 

data because it utilizes node to access the data. It uses pointer 

to move across the node for insertion as well as deletion 

operation. This paper mainly focuses on which method 

would be efficient for data allocation while comparing 

arraylist and linked list. Linked list takes only O(1) for 

insertion whereas the array list takes O(n). As a result it is 

better to utilize linked list to allocate the data more 

efficiently and to delete the data. Aside from comparing only 

with singly linked list, the other kinds of linked lists and 

operations can be taken into consideration in future. 
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